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Abstract

Our outreach organization has introduced over 30,000 Grade 4 to 8 students to coding over the last decade. Using a
process of iterative refinement, we have developed our own tools which work very well for introducing beginners
to text-based coding for the first time. In our system, students start with ShapeCreator, an organized list of all the
functions needed to create basic vector graphics, in which composing the functions is represented as a coloured
ribbon threading through the function choices. However, because the coding language borrows words from
English, there are many students who are not well-served by this system, including students who do not know
English, and minority language students whose communities are trying to preserve their language and culture.
In first case, young children, especially economically disadvantaged children, may not have been exposed to
English, and this creates an additional barrier to learning. In the second case, minority language communities
around the world trying to preserve their language and culture have set up immersion schools, but lack STEM
material in their languages. This paper outlines the arguments available in the academic literature for teaching
in children’s native language and using code switching (intermingling languages) in bilingual populations. It
demonstrates the technical feasibility of creating a Multi-Lingual ShapeCreator, and social viability of building a
distributed team bringing together people from organizations embedded in Indigenous, cultural and educational
communities. Finally, it outlines planned future work to extend code switching to advanced programming using
a structure editor, and the communities preparing to test ShapeCreator in multiple languages around the world.
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1. Introduction

To open up career pathways and prepare students for a rapidly evolving world, it is vital that all
children have a way into the world of software. The English-centric nature of programming languages
is a barrier to many of those children. Although significant block-based languages already support
language translation, we will argue that the literature already supports the extension of such support
to text-based languages, and present a roadmap for providing it through structure editors for text-
based languages. McMaster Start Coding (http://outreach.mcmaster.ca), a student service club, has
introduced 30,000 children from grades 4 to 8 to computer science over the last decade. To support
national and international expansion we established an associated charity, STaBL Foundation (https:
//stablfoundation.org). The charity is mandated to help all children, with a focus on children facing
barriers, including Indigenous children, refugees, and children around the world with low access to
technology. One way to increase access is to provide tools in multiple languages. Translation of the
programming language is already available in block coding (e.g., Scratch [1] and Blocky), and we will
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Figure 1: Our outreach program mixes coding and storytelling, including frameworks for producing adventure
games and animated comics, as shown on the left. Although children can write speech bubbles and other text in
any language supported by unicode, up to now, the programming language remained based on English. This
paper describes our plan and progress on translating the language and tooling into other human languages.

see that researchers have measured a positive impact of providing support in learners’ native languages.
We are not aware of other efforts to extend such support to text-based languages. Text-based languages
are generally supported by tools developed independently, including text editors, version control and
compilers. Coordinating translation across this ecosystem would be difficult. So our approach will be to
use a structure editor built into our Web-based Integrated Development Environment (WebIDE).

Given the lack of specialist computer science (and even math) teachers at the primary level, our
tools are designed to require little background knowledge beyond basic geometry and number sense.
Conversely, children who follow our Algebraic Thinking curriculum [2] will be better prepared for high
school algebra, since that has been identified as a barrier to higher education pathways.

In section 2, we outline the evidence in support of code switching (making use of multiple languages
in education) and native language support specifically for teaching programming. Then, in section 3,
we describe our existing Algebraic Thinking curriculum, how it influenced the design of our graphics
library and the presentation of that library in our exploration tool ShapeCreator. Next, in section 4, we
explain how our new ShapeCreator translates code into multiple languages. This is followed by section 5
describing how we plan to extend our approach to general programming using a structure editor, our
priorities on curriculum translation, and plans for evaluation. Finally, we present recommendations for
educators in section 6.

1.1. Contribution

Our contribution in this paper is the demonstration of support for multiple human languages in a
text-based programming language. Current support extends to our first teaching tool, ShapeCreator.
Technically, this mechanism for translating the tool relies on the fact that it is a structure editor. Any
language supported by a structure editor could be translated with the same ease.

2. Related work

The body of literature surrounding languages and introduction to programming is extensive. Without
doing a systematic review, we capture some highlights about several aspects: (1) the role of algebra and
programming as languages in learning, (2) the negative impact on non-English speakers of English-
centrism, and (3) the advantage of code switching, generally and in the programming context. Finally,
we introduce the history of structure editors, since we will later argue that they provide a pathway to
supporting learning in multiple languages.
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2.1. Algebra and programming through a language lens

Algebra is a mandated course in most countries, and is recognized as a gateway or gatekeeper course,
because failure to succeed in algebra closes many educational and career pathways [3]. However, poor
performance persisted, prompting Silver [4] to advocate for “algebra for all” including the integration
of algebra and pre-algebra activities in diverse subjects before students formally see algebra in high
school. This led to the formulation of Algebraic Thinking, in early grades by Kieran [5] and middle
grades by Driscoll [6] and many others.

Adding a student’s voice to the debate, Solomon [7] highlights the parallels between human languages
and programming languages and how these parallels can be used to introduce programming languages
to even young students. He also draws on knowledge about the way infants acquire language to propose
a sequencing of concepts in early lessons, and criticizes the use of commercial languages, such as Java,
in early instruction because of the overwhelming syntax required to do simple things.

Krishnamurthi and Fisler [8] add the perspective of current programming language research, and
argue that different language families should be distinguished not by their surface features, but by the
type of abstract machine used to define the semantics of the language. Not surprisingly, functional
languages whose underlying sematics are defined via the evaluation of algebraic expressions, are used
by the authors within the Bootstrap project [9] to connect programming and high school algebra.

2.2. Impact of non-native language

Hong et al. [10] remarked that since beginners are well-known to have many misconceptions about
programming, having to translate keywords from English to their native language adds another space
where misconceptions can grow. This is reflected in the survey work of Alaofi and Russell [11]
who studied 160 undergraduate students in two countries, and found widespread anxiety related to
a working in a foreign language, with an overall significant negative impact on their assignment
marks. Subsequently, they found through student interviews that even in undergraduate courses where
instruction and testing was in English, 20% of students still reported difficulty understanding keywords,
tooltips and other uses of English in the IDE [12].

The Scratch platform is used by millions of students, and has fostered collaborations between countries
and continents. It does have non-English support, so it is natural to ask whether this support has had an
impact. Dasgupta and Hill [1] correlated the rate at which Scratch learners added to their repertoire of
blocks (abstract syntax nodes appearing in their program trees) to multiple variables, including whether
they were using the English or translated interfaces. They found a 5% to 10% increase in repertoire
when the interface was translated into the local language for their country. Feijoo-Garcia et al. [13]
studied English-Second Language (ESL) students learning Scratch. The found that “the majority of ESL
Learners (i.e. Hispanic participants) thought that they would perform better in their native language.
This feeling of inadequacy can impact confidence in learning|...]” For example, Hispanic students
took 5.65 minutes on average to familiarize themselves with the interface, which only took native
English speakers 3.52 minutes. Students would definitely pick up on this difference, which explains
their feeling of inadequacy. It would be interesting to try to duplicate these results in a classroom in a
non-English-speaking country.

Soosai Raj et al. [14] studied two groups of undergraduate students in Tamil Nadu, learning about
linked lists. One group was taught in English exclusively, and the other was taught using English/Tamil
code switching, and found 96% of the code-switching grouped preferred that both languages be used,
which even 67% of the control group would have preferred to switch. “More than 90% of the questions
that were asked by the students in the experimental group during the lecture were in Tamil” Typical
feedback (as quoted in the original paper): “The lecture was really very useful and it was easy to
understand since the mixture of English and Tamil language helps us to learn better”

Through a thematic analysis applied to semi-structured teacher interviews, Dodoo et al. [15] found
that second-language issues affected both students and teachers in US schools: “Students have to
grasp the underlying concepts of programming and translate them into English while coding. This
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dual cognitive load can be overwhelming, hindering students’ ability to fully engage with and learn
computing concepts.” Teachers are well aware of these issues, and have found work-arounds, even
teachers without knowledge of the non-English language (Spanish, in this case). For example, they do
more hands-on coding, allowing students to observe them, and rely on visual aids.

Khan and Nabi [16] also explained issues with the non-native use of English using cognitive load:
“In [Higher Education Institution]s the medium of instruction, [for various reasons], is officially English.
This does not take into account the fact that students coming from Urdu medium background, and
even many from English medium, are not sufficiently well versed in the English language. Thus the
medium of instruction (English) can become extraneous cognitive load for these students and adversely
affects their learning” An addition insight from their interviews is that the preference for language of
communication is not the same for verbal and written communication. It is more important that verbal
communication be in their native language. This is consistent with previous comments about students
needing to translate concepts into their native language, because verbal communication needs to be
translated simultaneously, but written communication does not.

Guo [17] analyzed 840 responses from programmers spanning 86 countries and 74 native languages,
identifying several barriers faced by non-native English speakers. Their findings reinforce many of the
ideas identified by other researchers including:

« “Respondents wanted instructional materials to have more visual imagery and multimedia (e.g.,
videos) rather than plain text, presumably because visuals can more easily transcend languages."

« “Non-native speakers must often rely on English-language instructional materials, some reported
trouble with learning enough English to comprehend those materials while simultaneously
learning the given programming concepts."

« “Non-native English speakers also reported trouble understanding source code. A common root
cause is that programming language keywords (such as *while’) are in English"

We have focussed on the findings most relevant to primary and secondary education, but there are
many more interesting findings in this thorough survey of learners.

Finally, Becker [18] supports many of the arguments above, and adds the observation that error
messages in English are especially difficult for non-native English speakers.

2.3. Code switching

At one time, switching language while teaching and learning was actively discouraged or even for-
bidden [19]. In immersion programs, code switching would take away from time spent on the target
language, and stop students from cutting the umbilical cord linking their new language knowledge to
their native language. In many cases, however, this was also linked to class- and race-based discrimina-
tion, and in colonial settings to cultural genocide.

Today, code switching is recognized as a tool which can be used positively in and out of the classroom.
It is one tool among many to aid in communication. In addition to human languages, programming
languages and mathematics are now recognized as tools of communication, which can be studied in the
same framework, with cross-fertilization of ideas. Even in the case of block languages used to program
robots in kindergarten, Berciano et al. [20] found that translating from one language to another revealed
issues with trainee-teacher understanding, and could be used for improving teacher education.

Contrasting different approaches to bilingualism (with and without code switching), Bers [21]
comments that in a context of code switching “both languages interact to develop metalinguistic
awareness, abstraction and higher forms of knowledge” In the context of learning programming
languages, Hong et al. [10] found that learning both Python and C at the same time did not slow
learning compared to a group learning only one language, as might be expected, given the different
syntaxes involved. Spanning natural, programming, and coding languages, Schanzer et al. [9] have
shown in multiple studies that translating between programs, symbolic algebra and English (in the
form of word problems) improves learning and retention.
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Finally, Ruby and Krsmanovic [22] survey the literature on what is known about teaching program-
ming in English versus students’ native language. Although they conclude that English knowledge is
eventually required to reach advanced levels in the field, because of the extensive literature in English,
it is likely that native language support would be beneficial for beginners. However, research is required
to establish this, and there isn’t even an accepted student-centred model for programming-language
acquisition to parallel the ones for the acquisition of human languages.

2.4. Structure editors

Structure editors, called projectional editors by some authors, are editors which enable editing of the
program structure (i.e, the Abstract Syntax Tree (AST)). Early structure editors [23, 24] enforced strict
adherence to AST structures by template-based edit actions, requiring users to construct programs
through drag-and-drop interactions. While these systems ensured precision and syntactic correctness,
they were rigid and unintuitive for users accustomed to free-form text editing. Subsequent developments
introduced more adaptive systems supporting free-form editing, where users input plain text code that
is parsed into an AST within the editor [25, 26]. Modern structure editors further enhance usability by
enabling seamless code entry and manipulation, mimicking traditional text editors while internally
preserving AST-based constraints. Omar et al. [27], for example, laid a theoretical foundation for work
in this direction by defining a typed structure-editor calculus.

3. Background

The student service club is aprt of an outreach program spanning two decades. Since 2016, our most
common activity has been introducing children to coding in the Elm programming language, with a focus
on a graphics library for creating vector graphics. The design of the library supports Algebraic Thinking.
See [2] for a description of the graphics library and the philosophy of providing a small number of
orthogonal functions through which complex graphics can be built using function composition.

Elm is a functional programming language. Today many programming languages like Swift, Kotlin,
Scala, and Python are adopting functional programming features, but this introduces extra expressivity
at the cost of increased complexity. Elm is a deliberately small language, and this support our educational
purpose well, because there is less to learn, and it made it easy for the developers to create relatively
simple and often prescriptive error messages.

We used the simple syntax and the focus on functions to create a composable graphics library in
which graphics are created using an orthogonal set of functions with the minimum number of arguments
possible. For example, circle : Float -> Stencil has one argument, which every child knows
must be the radius if they have already learned about circles. The need for documentation is reduced,
but not eliminated.

3.1. ShapeCreator

From the core language, children initially only need to understand list notation and “forward pipe” (|>)
for composing functions. Most of their learning involves the functions in our graphics library, which
are mostly meaningful to them from geometry. The challenge then is not of understanding, but of
remembering which concepts from geometry are encoded available in our library. For this we created
ShapeCreator as a single-page reference, which we later made interactive for use as a discovery tool,
and finally added multiple-shape editing, so that initial tasks could be performed on the same page as
the documentation.

Becker [18] observed error messages are already hard for beginners to understand, and when they
are in English, it becomes even tougher for non-native English speakers to interpret and resolve them.
This is obviously an argument for translating all aspects of tooling and documentation, but it is also an
argument for using a structure editor (e.g., block coding) which eliminates errors entirely, and thus the
need to translate them. This is one of the advantages with ShapeCreator (figure 2).
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Figure 2: The ShapeCreator in English mode, showing (A) the list of stencil functions, (B) the start of the blue
“ribbon” which shows how the functions are composed to create the graphic, (C) adjustment buttons for the
currently selected stencil (i.e., the “wedge”), (D) the resulting composition of shapes, and (E) the code creating
the composite shape. Utility buttons (F) allow change of language “graph paper” activation. Coming back to the
ribbon. It follows the composition of functions in operational order, starting with the stencil, which is filled or
outlined at (G) with a colour (H) to create a shape. Finally, zero, one, or many transformations can be composed
at (J), which is indicated by a zig-zag in the ribbon.

The structure of ShapeCreator reflects the compositional structure of the library. In the first column
(A) are the functions which create Stencils. In column (G) are the functions which take a Stencil
and fill or outline it in a colour (H), producing a Shape. Finally, transformations in column (J) can be
applied to the resulting Shape. The blue ribbon starting at (B) emphasizes the composition of functions
to produce the final shape.

In order to function as a structure editor for first coding tasks, a list (E) of Shapes can be selected for
editing via the ribbon, or rearranged using touch or mouse actions. The resulting composite Shape is
displayed at (D).

Teacher training is supported by videos on our STaBL Foundation YouTube Channel.

3.2. Activities

After being introduced to coding with ShapeCreator, children proceed to one of several activites which
introduce collaboration, and meaningful goals. Currently, these activities require switching to an
Integrated Web-Based Development Environment (WebIDE) (figure 3).

3.2.1. Wordathon

In the simplest activity, the teacher distributes reading words to the children, and they singly or in pairs
code a vector graphic or animation of that word. Mentors then integrate the words into a reading game,
using the project support built into the WebIDE (figure 3).
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(A)
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Figure 3: Web IDE showing a Wordathon Activity. In this case the child selected or was assigned “ladybug” to
create in code (A), which is displayed in pane (B). Note the help panel (C) where children can ask mentors for
help related to this code.

3.2.2. Herogram

Herograms are digital postcards in which children code an illustration or animation for the front, and
write a message and address for the back. They can even modify the graphics for the stamp. Teachers
can use this activity to celebrate holidays such as Mother’s Day, or ask children to create a Herogram to
thank a famous scientist, frontline worker, etc.

3.2.3. Comics

The comic activity introduces narration and calls for greater teamwork than in the Wordathon activity,
because groups of children must agree on a story, characters, frame-by-frame breakdown of the story,
and then assign tasks to produce the backgrounds, characters and text required. In figure 1, the finished
product is displayed. The framework takes the individual frames and composes them into a traditional
comic-book format, using multiple “pages” if necessary. The framework animates the enlargement of
frames as they are clicked on. In this case the last frame of the page is highlighted. Children can also
create animations within the frames. In this science-literacy example, the exchange of CO3 and Oy
gases is animated.

3.2.4. Adventure Game

Narrative and teamwork are further developed in the Adventure Game. In this activity children draw a
state diagram which represents the “map” of their adventure. States represent places, and transitions
are rendered as buttons, which when clicked take the reader to the connected state. See [2] for an
explanation of user interaction via state diagrams, and examples of how the web tool SDDraw is used
to draw the state diagrams and generate a working adventure game, to which children add graphics
and animation. Recently we tested a prototype version of SDDraw which allows multiple children to
create the state diagram collaboratively. Twenty children and mentors recently created a New Year’s
adventure game' during a one-week hackathon (coding collaboration).

'https://stablfoundation.org/NewYearsMystery2025.html
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3.3. EImSr: a structure editor

Structure editors represent an alternative approach to programming environments by structuring code
directly around the Abstract Syntax Tree (AST) rather than relying on plain text. This approach ensures
that syntax and type errors are eliminated at the source, offering a robust and error-free programming
experience. Tools like Scratch have demonstrated the potential of structure editors in educational
contexts, particularly for teaching programming concepts to novices. However, text-based structure
editors have faced resistance, often attributed to the perceived rigidity and unnaturalness of directly
manipulating ASTs. Bridging this gap requires innovations that integrate intuitive user interactions
with the underlying structural constraints of AST-based programming.

ShapeCreator is itself a structure editor, but it only supports a limited subset of the language and
graphics library. ElmSr [28] is our project to support all of the language with extensible support for
additional libraries, in a way which meets user expectations based on their experience with text editors,
addressing the weaknesses of structure editors.

Unlike traditional text editors, structure editors enforce strict constraints on user input to ensure
syntactic and semantic correctness. While this provides significant advantages in error prevention,
the inflexibility of many structure editors has been a barrier to adoption. For structure editors to gain
broader acceptance, they must balance the benefits of AST-based editing with interaction paradigms
that align with user expectations shaped by conventional text-based systems.

To explore potential solutions to these challenges, we have developed an experimental structure
editor, ElmSr, for the Elm programming language. ElmSr focuses on “natural” navigation and editing
behaviours, aligning cursor movement and user actions with the visual representation of code rather
than the underlying AST structure. This keyboard-driven editor enhances the user experience while
maintaining the structural guarantees of AST-based editing. It supports intuitive navigation, provides
a consistent experience for arithmetic expressions and includes a real-time, colour-coded feedback
system for identifier validity, aiding error detection and correction. Additionally, ElmSr was developed
to support our Algebraic Thinking curriculum, incorporating shortcuts for common tasks to help users
efficiently progress from simple to complex programs. While there are many reasons researchers want
to make structure editors widely adoptable, for this paper, the key advantage is that a structure editor
renders the text based on the AST, so it is easy to make rendering match the user’s language preference.

Figure 4 shows ElmSr’s graphical interface, which is divided into functional areas. The left pane
is the code editor, where users can enter and edit code, with cursor location highlighted in yellow. It
supports typed holes and includes a clipboard for pasting copied items into type-compatible locations.
The upper right corner displays the type of the code block at the cursor, with a keyboard shortcut guide
below for quick reference.

Figure 5 illustrates the structured yet intuitive nature of expression entry and editing within ElmSr.
Expression input appears to users as a natural text entry process, allowing them to type and modify
code seamlessly. However, the underlying structure being manipulated remains a well-formed, typed
AST at all times.

This ensures that every modification aligns with the constraints of Elm’s type system. The figure
presents a sequence of editing states, where the cursor navigates through subexpressions, enabling
context-aware operations such as wrapping expressions in let-in, extracting values into function
arguments, or defining new bindings. For example, a numeric constant within an expression can be
elevated to a function argument using the Shift + P key combination.

4. Multilingual support in ShapeCreator

An ad-hoc framework was developed specifically to support translation of ShapeCreator. Strings were
extracted and a template translation module with a list of translation pairs. Translators duplicate the
template module, or an existing module, and translate the 100 strings. To accommodate variable word
or phrase lengths, each translated string is paired with a font size, to allow the developers to adjust
sizes in a consistent way for grouped interface elements. When users select a different language using
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Figure 4: EImSr’s graphical user interface.

the menu of clouds, the appropriate list of pairs is converted into a dictionary which is passed in
to a translation function used by all interface elements. Figure 6 shows the interface in the Korean
translation. The meaning of the code does not change, as you can verify by comparing this figure with
figure 2. Currently, this will be useful for students copying their code into the WebIDE in order to add
animations or interactivity.

The latest development version of ShapeCreator is available at STaBL Foundation.

5. Future work

5.1. Curriculum development

We are in the process of releasing French versions of our six lessons on YouTube. We have plans to record
several other languages, for which we have confident native speakers. Not everyone is comfortable
making videos, however, and contrary to our initial expectations, our videos are mostly used by teachers,
many of whom are equally comfortable watching videos in English. We will have to evaluate whether
having non-English videos results in greater teacher recruitment.

The book Creating with Code [2] is published under a Creative Commons license, so any educator
could translate (and adapt) sections relevant to their teaching, but it would be a big undertaking to
translate the whole book. However, most students today prefer to learn from videos, and it is easy for
native speakers to produce short videos. So that is probably a better use of resources than translating
the whole textbook.

5.2. Structure editor

Introducing ElmSr will aid language support in two ways. Being a structure editor, it will be easy to
support translation of the language, libraries and interface. However, support for creating translations
can also be added. Currently, supporting new languages in ShapeCreator requires manual updates
to translation files within the codebase, with translations provided as pull requests to the GitHub
repository. This process is a barrier for educators and translators unfamiliar with version control
systems like Git. To address this, ElImSr could include a dedicated translation facility, allowing users
to create translations directly within the editor. Translators could define localized terms for exposed
functions, data types, and strings in shared modules using the intuitive interface of the editor. This
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Figure 5: EImSr edit actions. The arrows indicate transitions between states, with key combinations shown on
the arrows representing the keys pressed to reach the next state.

approach would enable teachers and translators to easily add translations and expand the ecosystem’s
accessibility to a wider audience.

5.3. Evaluation

With our partners, we are planning tests for ShapeCreator with students using Mi’kmagq, Tibetan, and
Tamil, in the context of immersion programs for Indigenous students, minority language speakers, and
Tamil-speaking children with very limited knowledge of English. This informal validation will be used
to refine the curriculum used in each situation. Formal evaluations will take place once the curriculum
has been standardized, in one or two years.

6. Recommendations

Native support Although further research is required to strengthen the evidence that native-language
support in a programming language leads to accelerated learning, based on the combination of the
evidence we have, and the well-known lack of diversity in the software industry, we recommend
that all programming languages widely used in education should be translated into non-English
languages.

Code switching Based on ample evidence from multiple subjects that code switching is beneficial to
students, we recommend that teachers be trained to teach children that people have developed
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Figure 6: The ShapeCreator in Korean mode, showing (A) the list of stencil functions translated into Korean, (B)
the graph paper is active, which can be set independently of the language, (C) showing the curve editing mode,
with a pull point selected, (D) the y-coordinate for the pull point being edited (the z and y coordinates of the
anchor or control points are always shown, to emphasize the importance of Cartesian coordinates in creating
graphics, and (E) the resulting code which is preserved when switching languages.

many different types of language for communication, including human languages, mathematical
languages and programming languages. Using a combination of the best languages to express
ideas will lead to better communication and better understanding.

7. A call for collaboration

Our main contribution of this paper is a framework for translating a text-based language into non-
English languages. Using this framework, curriculum developers can support introductory text-based
coding in any language. Using the translations already available, teachers can support students in the
language in which they are more comfortable. For students who want to learn another language, they
will be intrigued to create code in one language and have translated into any of the other languages at
the click of a button. This puts students in control of their learning environment, and allows them to
make the transition at their own pace.

The impact of these tools will depend on the number of languages supported. We therefore invite
other educators and researchers to contact us to learn how to contribute additional languages, and
access other tools.
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