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Abstract. The blockchain technology and smart contract capabilities
encourage scholars and retailers on investigating the new conceptual
modeling and technological opportunities for redesigning the current and
future business processes. The emerge of blockchain technology indicates
the new era in designing and developing the business process mainly by
using smart contracts. Along with these opportunities, different chal-
lenges are presented in the current state of blockchain technology and
smart contracts. Among them, the emphases cases are the alignment of
the new changes on the requirements from the business process, to the
smart contracts. We present a new way of modeling a smart contract
that impacts on the maintainability of the enterprise blockchain-based
solution. This paper shows a new approach that allows smart contracts
acting dynamically over lift time changes on the business process logic
specific to the use case.
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1 Introduction

Since the invention, blockchain technology has been the subject of explo-
ration from academics and industries. The technology that stands behind Bit-
coin initially was the focus of cryptocurrency industries [I]. Further, it has
been extended in different domain of application, and many governmental, non-
governmental, industrial organization are exploring the technological design of
the blockchain to improve their activities, business process, etc., [2][3]. The first
generation of blockchain, i.e., Bitcoin comes with limited technological capa-
bilities in terms of designing complex business processes [I]. The emerging of
the Ethereum (ETH) blockchain framework, with the possibility of deploying
smart contract (SC), enabled a new way of execution of application over the
blockchain network [4]. The combination of blockchain and SC enabled a new
market for a decentralized application that provides a new level of automation
of many business processes [7]. Simultaneously, with the opportunities offered by
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blockchain and SC, there are various concerns to considers for blockchain-based
applications. These issues are on designing a blockchain-based application that
should behave as intended by the end-user. Further, the security and privacy
issues, performance issues, and programmable issues and maintainability of al-
ready running blockchain solutions are amongst the most highlighted concerns
when considering designing a blockchain-based application [§]. The research and
industrial communities already faced before-mentioned problems, and for over-
coming these issues, there are discovered several design patterns as the best
practices from the community, that help researchers and developers on design-
ing reliable smart contracts (SC) [9]. Through this research, we intend to provide
a new model for improving SC designing and execution. The research problem
discussed in this paper is related to the maintainability of immutability feature
of SC. Indeed, the code of a SC cannot be modified due to the blockchain im-
mutability property once it is deployed. For any required modification on the
existing SC, the deployment of this SC into a blockchain, meaning to have a
new reference of this SC on the blockchain. This leads to complicated mainte-
nance tasks according to the number of contracts to update, the eventual static
cross-references. Our goal is to enable a way to integrate a dynamic behavior
into SCs without deploying them again.

Regarding this research, we implemented a proof of concept, for a particular
use case, and it is accessible on a public Git.

The rest of the paper is organized as follows. Section 2 presents an extensive
study over the blockchain technology and exploration of Hyperledger Fabric as
the selected blockchain framework for this study. Section 3 defines the study
problem and a use case. In section 4 we present related works studies. Section 5
shows our conceptual approach and proof-of-concept implementation. The eval-
uation of the solution is presented in section 6 along with discussion and future
works.

2 Background: Blockchain Technology

Blockchain is a decentralized-distributed append-only database that enables
storing of the immutable set of transactions, organized in a hash tree (Merkle-
Tree) [10] [II]. The transactions present any kind of data such as financial data,
textual or numeric data, that are encapsulated on transactions by users [12] [13].
These transactions are gathered together into a candidate block by miners that
compete with each other intending to validate this new block [IT]. Miners are
high-performance computers that is allowed to add a new block on the chain of
blocks. The block, besides transactions root it contains other significant compo-
nents such as timestamp, block header, mathematical difficulty puzzle usually
called as “nonce”, the hash of the previous block, thus forming a chain of blocks
or ”blockchain” [14].

Blockchain network: The blockchain network is an extensive set of devices
that communicate in a peer-to-peer mode (P2P). The nodes are computers-
servers that are geographically distributed, and they contain the same copy of
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the ledger. The consensus algorithm that allows these notes to agree on the state
of the data, removes the need for a trusted third party, thus making blockchain
entirely decentralized [11].

Consensus protocol: For agreeing on the state of the data, blockchain uses a
consensus mechanism, e.g., Proof-of-Work, Proof of Stake, etc. Once the miner
solves a computational mathematical puzzle, it distributes the “nonce” to the
other miners. All the miners verify the solution of the puzzle by applying the
”nonce”, then they approve the adding of the new block in the chain of blocks,
and all nodes are updated by adding a new block [14].

Immutability: The transactions added on the blockchain are cryptographi-
cally signed. Once the transactions appear in blockchain they remain immutable.
Any tendency to change them will change the transaction root of Merkle Tree,
and the consensus algorithms will deny this change by comparing the cur-
rent changed block with other blocks from other nodes that contain the same
blockchain [13].

Non-repudiation: The properties of immutability and data integrity, enforces
the properties of non-repudiation [I1].

Awailability: The blockchain network maintains the availability, even if some
nodes fails to response [IJ.

On-Chain vs Off-Chain: The design properties of the blockchain allows stor-
ing a limited amount of data on chain. These data are the most significant
information, transaction and meta-data (hash values) referenced from large files
that are stored off-chain [I5]

Permission-less and permissioned blockchains: For the permission-less blockchains,
there is not required any authorization for accessing the main network of the
blockchain, mining transactions and exploring the executed transactions. In con-
trary, for accessing permissioned blockchain, nodes are required to have per-
mission by the administrator of the blockchain network [I3]. The permissioned
blockchain, such as Hyperledger Fabric [6] and the SCs are subject of this study.

2.1 The semantic of smart contract

Smart Contract (SC): is a stand-alone program that is executed when cer-
tain conditions are fulfilled. It might execute asset transfers, execute another
contract, fulfill the conditions from any business process [16] [I7]. At the high-
est level it is expressed by sort of object-oriented programming language, e.g.,
Solidity [16], JavaScript, Go, and Java. The encoding of SC is sourced from nat-
ural language, legal contracts, business agreements, and other domain-specific
sources. The enforcement of the agreements that are reached between parties
involved, are further translated into SC programming code and added on the
blockchain [I8]. Nowadays the most prominent SC-enable technology is ETH
[19], and another blockchain platform such as Hyperledger Fabric is providing
high-level programmable SC. By design, SC has some technological features. SC
remains immutable once it is deployed on the blockchain, by contract transac-
tion. Among the main design principles of the SC are [20]:
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— SC address (ID), a hash value, that identifies the SC on the blockchain.

— Owner ID, a 256bit hash value, which indicates the owner of the SC.

— Internal storage, the SC has its private storage, it holds its execution code
with pre-defined parameters, some amount of virtual currency (own balance
of the SC).

— FExecution costs, for the blockchain platforms, what need digital coins to per-
form a transaction mining, the execution of the SC has its own costs.

— Enforcement, the contractual obligation that is expressed in the terms of SC,
e.g., transfer assets once the goods are received, are automatically performed
as contractual obligations and enforced by SC.

— Invoke another SC| by sending a transaction to the SC address.

— Autonomous, the predefined parameter on the SC code allow the SC to change
the state of on blockchain if executed successfully.

— Self-FExecution, the SC is a set of autonomous executable agents that are trig-
ger by predefined parameters on the SC code or executed from environments
parameters.

— FEvent/Method are set of instruction that are executed in the SC for fulfilling
intended task.

SC are invoked by users, by sending the transaction to the contract address,
e.g., some amount on it and parameters to execute the targeted SC [17][18][20].
Furthermore, an SC can call synchronously another SC and also as synchronously
off-chain service [I7]. SC supports an ordered logic that follows the ordering
rules if this than that (IFTTT). This semantic is called event ordering logic (or
order-execute), and SC events (function invocation) are executed as they are
placed. Under this logic, if the current order passes then, continue on the second
order, otherwise, throw an exception [19]. This logic is present in almost all SC
enabling blockchain platforms, expect in Hyperledger Fabric, which is one of the
main focus in this study and it is explained in detail in the following section [2.2]

2.2 Hyperledger Fabric

Hyperledger Fabric (HF) is an open-source blockchain that allows designing
and developing private or consortium blockchain-based solutions with a focus on
the business-oriented use cases [6][21][22]. HF has a modular and configurable
architecture that allows users to adopt blockchain technology for their use case.
HF is implemented in the GoLang programming language and supports users
with different tools. HF provides Software Development Kits (SDK) for vari-
ous programming languages [25] such as GoLang, Java, NodelS, and Python
[21][22]. HF allows writing of SC in general-purpose programming, which is be-
yond domain-specific language i.e., “Solidity for ETH”.

2.2.1 HF Overview and functionalities

Entities: Consortium and Organization. HF defines different entities regard-
ing the participants involved in the project. The HF network is managed by
a group of organizations gathered into a consortium. Each organization should
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manage its nodes and should have at least one Certification Authority (CA)
node, and one Orderer node [21][22].

Nodes, Peer, Orderer, CA and Client. HF defines four types of nodes. The
main type of node is Peer nodes which manage the blockchain mechanisms.
Peers can join channels, and they can host different SC over each channeﬂ
Orderer nodes ensure the consensus of the HF blockchain network and keep
the peer’s ledgers consistent [2I][22]. Each peer must be connected to an Orderer
node. They also execute SC requests in the case where Orderer gives agreement
(after checking permissions) [21][22]. Certification Authority nodes ensure
identity delivery via digital certificates, typically required by each organization
to enroll new members. CA is a private root Certification Authority provider
which can manage digital identities of participants [2I][22]. Client nodes can
connect to and interact with peers deployed over the network [21][22]. All node
types are provided as docker containers [23].

2.2.2 Smart Contract (SC) or Chaincode in HF

In the HF jargon, a SC is referred to as “chaincode”. Chaincode, or SC, is
the blockchain embedded application which is typically a running script inside a
peer. Every SC that is executed maintains its database, to store data or the state
of the code execution. This database is called WorldStateDB. This is a database
local to each channel and SC whose values are continuously kept up-to-date by
reading assets, values changes from the ledger blocks. The ledger keeps all value
changes in blocks, while the WorldStateDB keeps the last current value for each
asset [21][22].

Amongst the main SC main concepts that are necessary for any kind of
application on HF:

— Participant refers to a user that is defined in the SC. For handling different
users in our application, we extend the “Participant” type [21][22];

— Asset expresses every kind of valuable thing that can be exchanged between
persons (i.e. participant), and therefore changes its ownership [21][22];

— Transaction is a way to exchange the ownership of the asset.

— Event is the only way to communicate data outside the blockchain network.
Events are broadcasted on channels and can be caught by an external appli-
cation that has access rights to listen to the desired channel [21][22].

3 Problem definition: The issues of maintaining the
immutability of the SC

Immutability: For permissionless or permissioned blockchain, an SC remains
immutable once it is deployed on the blockchain. This means, all the terms and
the logic implemented behind the SC, remains unchanged over time. Thus, in

L A channel can be considered as a independent sub-blockchain.
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case we need to make some changes in the logic of the SC (add or remove events),
we should redeploy it, and a new hash will generate as an ID for that SC. From
the user, that needs to use this SC, they are obliged to know the newest address
of SC, before being able to invoke it. Otherwise, the user will call the old one,
since its hash value is already mapped on the current SC. Figure[1]is illustrating
these issues by showing changes to the SC address.

The new address of the contract should be distributed to all stakeholders
that are invoking this smart contact. The concern is that all the other smart
contracts that have invoked this SC (now with new hash address) should be
changed. That means that we have to reconfigure the entire system (i.e., all
objects need to have the new address). For instance, if there are thousands
of contracts that call the same SC, then, this would be extremely difficult to
reconfigure it (cf. maintenance), and the performance will become a concern
for the blockchain-based applications. Furthermore, this implies the automation
capability of the process decreases in this sense.

This problem is a concern for enterprises that are intending to move some of
their business logic over the blockchain. Indeed, to keep the maintainability, we
need modularity, which means that a complex problem should be divided into
several minor problems further, to solve them much more easily. Just as using
code libraries, using several inter-connected SCs becomes useful for high-level
business processes. Thus, we can assume a complex system using several SC
with cross-references and automation. However, using static addresses for the
contracts that are hardcoded in the contract logic is leading to uncomfortable
maintenance, as explained above.

' sc

New SC
R — o : code
SC owner P F H
. rOCESss O Deployment: ' Deployment:
deriving SC address of SC ! New address of SC
~ address of DoSmth : New address of DoSmth
_________________ arguments ' arguments A
. Change on SC H ! :
source H :
SC source H :
L
Invoke:
Blockchain sC

Cannot
Invoke SC

Fig. 1. The basic problem of immutability of smart contracts.

Cross-references: From the enterprise modeling perspective, involving several
SC and cross communication to perform high-level tasks, still, exposes the same
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problems. Figure [2] shows the issues of logic flows for cross-reference SC. In
case of a SC logic update, either from the caller side, either from the executor
side, there will be another SC address to know. For instance, considering two
SC, where SC1 calls SC2, and if we only update SC2 (to SC2’), then we must
change SC2 address reference into SC1 to point to SC2’. That implies also to
change SC1 to SC1’. These sidesteps are not ideal for a system in production
due to heavy infrastructure maintenance. However, this case, it’s even worse
when we have cross-references, i.e., if SC1 calls SC2 and SC2 calls SC1, then we
fall into a deadlock situation because SC1 and SC2 have a hardcoded address
of the other by exchange. That comes from the fact that we cannot guess the
address of a future SC to hardcode it in advance in the logic. Thereby, here
there no workaround to do, except avoiding bidirectional cross-references for
maintainability.

SC logiclcode
update SC logic/code
update

Fig. 2. The problem of cross-references for smart contract.

3.1 Use case of temperature checking. The issues of SC in a dynamic
environment

Temperature checking: Considering that we have a SC which aims to check the
temperature that are collected by one IoT sensor, storing its data directly into
the blockchain. This SC is checking on demand the current temperature (from
the TIoT device), and if this temperature exceeds a specific threshold, a set of
users should be notified based on the pre-defined condition in a particular use
case, e.g., transporting dangerous goods, that is sensitive to a temperature degree
[24].

Detailing the features of this SC, it has three core functionalities. The first
one is to collect the temperatures provided from an IoT sensors. This IoT
device is authenticated and transmitting its data directly in the blockchain. The
second functionality of this SC is to set and change the temperature threshold
of detection. The third functionality is to notify all involved stakeholders when
the temperature threshold is exceeded, for taking the necessary actions need to
avoid any possible consequences.

The issue is regarding the threshold and the set transactions. The common
approach is to define the threshold as a static constant into the SC code (i.e.
as an hardcoded and immutable variable). Certainly, we will need to update
the contract each time when the constant need to be changes, and this exposes
enormous problems as we mentioned above.
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This use-case doesn’t deal explicitly with cross-references because there is
only one SC, but the mechanism of the solution remains the same. Indeed, for
both two SCs, by storing the target SC address as a variable (in place of the
threshold) that allows to dynamically change that address and then unlock the
deadlock situation. For overcoming these issues we propose a new way of manag-
ing the SC, by storing the threshold constant as a variable into a SC asset. The
SC asset is an editable variable that allows to update it dynamically (as required
by the use case), and avoiding the change of the code of SC. In the following
section {4l we present some related works towards designing maintainable SC,
and further in section [5] we present the model of dynamic SC for permissioned
blockchain.

4 SC designing, modeling and development: Related
Works Studies

SC is the subject of many studies from academia, research organizations
and also from industry. Designing SC is one of the main challenges highlighted
recently by scholars and industry. The literature review shows that there are
presented several design patterns for supporting the best practices for designing
a SC. Mainly these design patterns are on “security of SC” [25], “structural pat-
terns” [26], “privacy issues” [27], “performance issues” [25] 28] 29]. The research
from [35], proposes an upgradable SC by using a proxy pattern. Research from
[26] summarizes SC design patterns based on the existing SC and further apply
some of the design patterns in a real work blockchain-based application for trace-
ability. There are presented different classifications of patterns for designing SC
such as “action and control”, “authorization”, “lifecycle”, “maintenance”, “se-
curity” are presented in [30]. Within certain classes of the design patterns for
SC, our research is essentially linked to the maintenance pattern, and intend to
improve the current way of maintaining SC. The main related design patterns
proposal satellite and contract relay [30], are the essentially related to our
research works. The satellite pattern is using two SC: satellite and base [30]. It
enables to update a variable from base by calculating the value from the satel-
lite thanks to the address reference of the satellite held into base. This allows us
to dynamically change the value of the variable by just upgrading the satellite
contract with the newest calculus and updating the satellite address in the base
contract. In the contrary to this solution, we do not use the second SC, but
rather the asset notion from HF which can be compared to a internal variable
into ETH (requiring the only update by transaction call). Further, the contract
relay pattern is using two contracts: base and relay. The relay contract serves
as an entry point in order to provide the latest version/address of the base con-
tract, and then forward any call to it. This is a proxy enabling to upgrade the
base contract without upgrading the user entry point (relay). Nevertheless, the
drawback that the newer data storage needs to be consistent to avoid data cor-
ruption. These two design patterns propose solutions including good practices
for maintenance issues that well fit public blockchains. It requires sophisticated
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programming skills in order to implement it correctly, and further maintain it.
In our case, we are focused on permissioned blockchain, particularly HF as one
of the main blockchain framework used by enterprises [31]. To the best of our
knowledge, none of the studies mentioned above does consider the dynamicity
of the SC based on the parameters of its functions (class methods), nor the
applicability of these SC design patterns on permissioned blockchain, e.g., HF.
Furthermore, our study measures in section [f] that there are issues of scalability
with satellite patterns in case there is a large number of transactions.

We propose a new way of managing SC in a dynamic way by providing a
prominent solution for permissioned blockchains.

5 Dynamic SC for permissioned blockchain based on
dynamic parameterization

5.1 Dynamic parameterization

We present an approach that allows defining SC, specific to a use case, that
will have a static code deployed on the blockchain, but it will run dynamically.
Mainly the dynamic part of these SC remains the parameters of their trans-
actions. We propose the usage of the blockchain technological features to store
data, which further enables the possibility to store “dynamic parameter” (Dyn-
ParaHED into it. That is considered a variable or an asset following the HF
terminology. This variable leads on relying the SC code on that internal data
(i.e. constant) in order to have a dynamic behavior for the cases when in the
case when the DynParam is updated, in an SC that has immutable (static code).
Emphasizing that providing this DynParam as arguments of the SC transactions
is an external input (e.g., from the external APT call, a.k.a. “Oracle” in the ETH
community).

5.2 State machine representation

In Figure [3] we show how DynParam is working for the two functionalities
Set and DoSmth that the SC has. Set corresponds to the ability to set (if
doesn’t exist) or update (if exist) the dynamic parameter that will be stored
in the blockchain. That variable can be of any type, even though it is usually
string or integer. And the DoSmth transaction can be of any purpose while it is
using this DynParam to adapt the behavior of the code according to its value.
Further, if the DynParam is not set/defined, the SC cannot run (cf. Locked
state). If DynParam is set, we can run the DoSmth functionality, which will
be one behavior (or let’s say state 1). If we update by setting another value
in DynParam, then the DoSmth transaction will change in consequence (i.e.

2 The dynamic parameter term presents a constant (which is static for the time being)
and it will change when a specific SC is called for updating its value, then globally
it turns to be dynamic for long-time point of view.
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behavior/state 2, 3, ... N), still based on the same static code/logic. This solution
assumes that the DynParam is given by one authorized user from the outside of
the blockchain and checked by the transaction itself to accept or revoke it.

Moreover, for automation purposes, we can easily extend that solution by
substituting the user by an automated call of the SC to an external database
to getting back the new value for the DynParam while the user identity is still
known and allowed by the contract.

DgSmth bel or 1
B SetDynParam ™~y _V
sc \
[ sC
Locked
@ ——>{ Locked ) State 1

/
aram Set e DynParam
Set/Updar DynParam A
sc

" sc N\ [ sc
\stae2 ) | staes ) - \ StateN

DoSmth behatior 3
DoSmith behdvior 2 Dosi behgavior N

Fig. 3. State machine representation of the solution

5.3 Use case implementation

The enterprise based model is showed on Figure [d and for the implementa-
tion is completed by using the Hyperledger Composerﬂ v0.20.4 over HF v1.4.1
This solution is accessible on GitHub [32]. On the left side of the model, there
are presented “On Chain” components of the model, while in the right part of
the model, there are presented components that supports blockchain solution.
For developing this model, three SC for performing the necessary functionalities
expressed in transactions, e.g., Collect (TX1), Set (TX2), and Notify (TX3).
The DynParam and Temperature are defined as assets and also Temperature-
FEzceeded as an event to notify stakeholders when the temperature threshold is
exceeded. The Collect transaction serves to collect the last temperature value
from the sensor. Set is used to define and change the needed dynamic constants.
In our case, it is unique and named “Threshold_Tabc”, which is hardcoded in
the Notify transaction code to avoid users the need to know the name of this pa-
rameter. The Notify transaction serves to check if the temperature is exceeded
the threshold (DynParam) defined by the Set transaction. In the case where
that happens, Notify will generate and send the TemperatureEzceeded event to
alert the stakeholders allowed to read that event. Thus, Notify is illustrating
the usage of the dynamic constant through access to “Threshold_Tabc”. So, an
update of the threshold does not require an update of the Notify thanks to the
Set transaction and the use of assets.

3 Composer is now deprecated but still usable, next tools getting the succession and
doing quite the same are named Convector & Hurley.
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Fig. 4. The conceptual solution for the illustrated use case.

6 Evaluation and discussion

We evaluated our proposed solution by comparing it with the Satellite design
pattern proposed on [30] and previously presented in section |4l The satellite
pattern has three main transactions: the first one is used to update the address
referring to the satellite deployed, the second transaction serves to process and
calculate the value of the variable relaying to intermediate call of a satellite, and
the third one serves to use the calculated result stored in a variable in order to
adapt the contract behaviour by doing “something” indent by user, based on
that variable. So, each satellite is dedicated to do one single thing, which implies
that we need to deploy another satellite when the calculation has to change, but
we can still reused a old one if that calculation has already been defined and
deployed. Compare with satellite pattern, our approach uses two transactions:
the first one serves to update the internal variable whose the value is provided as
argument of the transaction, and the second one uses that value as intended by
user. In our approach we assume the calculation for any variable is performed
off-chain, as presented in[4]

The methodology is the following: 1) We implemented the satellite pattern
over ETH framework by using Truffle and Ganache tools; 2) We implemented
our solution using HF by using Convector and Hurley tools; 3) We executed both
scripts for testing both test-cases [32], in order to collect empirical data, and for
being able to compare both metrics. It worth noting that our scripts are running
sequentially, meaning that, it start new transaction only if the previous has been
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completed. Also, to avoid distorting the results, we reinitialize the network after
each calculated point (i.e. a group of transactions). Moreover, time spent by the
setup and deployment of the network and contracts is not taken into account,
as global running time on metrics results, as we intend to evaluate the required
time for updating a constant/parameter.

The observed metrics are the number of the transaction resulting over the
blockchain. For each update of the variable, the time spent to process all trans-
actions, the total weight of all transactions gathered into blocks, and finally,
the number of blocks created. Our scripts process the following set of input
transactiorﬁ 2, 4, 8, 10, 20, 30, 40, 50, 100, 200, 500, 1000. Mainly the techni-
cal differences between both test-cases are: 1) observed networks (a local ETH
versus a local HF); 2) Blockchain settings regarding the blocks creation: ETH
builds a block each 15 seconds where its size is fixed to 1KB, whereas HF builds
a block each 2 seconds or if there are more than 10 transactions per block or if
the block size exceeds 99MB); 3) Benchmark scripts for test-cases (NodeJS for
ETH through Truffle against Bash for HF). The tests are performed by using
the same set of updating transactions, and we use the same processing power
environment: a 64bits GNU/Linux 4.15 Virtual Machine running Ubuntu 18.04.3
LTS, with 8GB of RAM and 3x 3.40GHz.

A. Input update vs Time spent B. Input update vs Real ransaction applied
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Fig. 5. Results comparing our solution against satellite pattern

4 Inputs are grouped by a set of N updates resulting to obtain one point for each set.
Here, the input set named “update” refers to the number of updates we want for the
internal variable, independently of the test-case implementation. In other terms, for
one update of the variable the effects are measured in the metrics, e.g., how many
real transactions are applied for one requested logical update.
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The figure [5] is composed of four different graphs and shows the results of
this study. The x-axis of the graphs shows the number of updating transaction
batches. Reminding that for the satellite pattern for one input transaction leads
to three applied transactions (showed in orange colors in all graphs), whereas for
our solution that results in exactly two transactions (showed in blue color in all
graphs). The graph on B shows these evidences and in our quantify our solution
as more efficient. The graph in A shows the total time needed to execute both
solutions. The results from A, proof that ETH is around five-time slower than
HF. Next ascertainment, the graph on C shows the number of created blocks.
The two curves are superposed. There is a two factor between input and output
(i.e. one update leads to two created blocks). However there is a difference that
cannot be seen on the graph, HF is still using two blocks in addition to the double
inputs. This is due to the need for HF to create the variable before being able to
update it (where ETH needs to create the Satellite before using it). Moreover,
the number of the created block may vary in a real network where transactions
might be provided by peers in the meantime following a distributed way (against
the sequential way used here for test-cases). Finally, the graph on D exposed the
total blockchain weight resulting in comparison to the input sets. We can see
that ETH is eight times lighter than HF. This is due to the default block size
and the sequential execution of transactions. In fact, HF has in average blocks of
8KB and 1KB for ETH. And because of the sequentially processing, we do not
exploit the storage of several transactions in each block. One update for ETH
gives 2 blocks (with 142 transactions), on the other side, one update for HF
gives 2 blocks (with 141 transaction).

6.1 Discussions

This approach impacts directly the quality of the blockchain-based solution.
In this paper, we propose a solution that facilitates the maintenance tasks with
a focus on SC. Our approach is enabling the definition of dynamic parameters
stored as an asset (cf. HF) instead of being hard-coded in the SC logic, as any
classical constants/parameter. The use of assets allows updating the value of this
variables through a transaction without the need to upgrade the SC itself. For
the proposed approach, a proof of concept (PoC) is developed for supporting our
conceptual solution and providing access to this solution regarding our defined
use case.

The modeling part of this approach allows extending on other use cases, e.g.,
legal reasoning use case. Since the laws are subject to change, they might be
seen as obstructions for developing a sustainable blockchain-based solution. By
employing our approach, the “law articles” might be saved on the assets and
they might be change-over-time without disturbing the entire system.

Regarding the security, this exposed set transaction causing changes must be
restricted to some of the stakeholders who are responsible for maintaining the
system. For the case of permission blockchain, e.g., HF, the stakeholder must be
an authenticated and authorized user. In the case of a public blockchain, e.g.,
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ETH, this transaction must be restricted to the owner of the SC or a specific
list of the authorized users hard-coded in the contract.

For future works, we intend to extend the current approach and investigate

the possibility of implementing our solution in different blockchain frameworks

i.e.

, Quorum [33] and Corda [34].
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