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Abstract. Metamodels play a major role in most modeling environments. Mo-
tivated by a survey of modelers’ practice, we show that metamodels are not a
suitable description media for modelers. We propose to build a UML-based meta-
modeling architecture which encompasses modeling paradigms (multilingual and
informal descriptions) and metamodels (monolingual and formal descriptions).

1 Introduction

Metamodels are intensively used in information system engineering. In particular, in-
formation system modeling uses metamodels for implementation of two abstraction
mechanisms (abstraction by projection and abstraction by conceptualization) with an
emphasis on abstraction by projection. The Model Driven Architecture approach em-
phasizes abstraction by conceptualization by using metamodels as classical modeling
uses models.

Abstraction by projection relies upon the principles of separation and combination
of concerns [1]. Separation of concerns is implemented through a multi-view model
which encompasses orthogonal views of the system. A “classical” example of separa-
tion of concerns is given by UML’s diagrams which offer four views of an information
system (user, structural, behavioral, and physical views). A representative description
of separation of concerns can be found in Koch & al.’s UML extension for hyperme-
dia [7] in which additional diagrams are defined for modeling of navigation within a
web site. Combination of concerns must guarantee that views are consistent which each
other and that each piece of information appears in at least one of the views.

Abstraction by conceptualization strives to structure a given description in four lay-
ers (instance, model, metamodel, and meta-metamodel layers) which we discuss below.
These layers form a metamodeling architecture. The instance and model layers have
been used in database modeling for a long time. The metamodel layer defines which
language (e.g., which modeling constructs) will be used for modeling of a specific ap-
plication domain. Representative examples of modeling construct definitions can be
found in UML extensions for synchronization [6] and Architecture Description Lan-
guages [9]. The meta-metamodel layer describes the “universe of the discourse”: how
the real world is seen (e.g., time models or spatial models), which languages are used
for description of the real world (e.g., boolean or modal logics), etc. Let us mention
two areas (namely Model Driven Architecture and interoperability of information sys-
tems) in which abstraction by conceptualization has been applied. The Model Driven



Architecture approach moves from aone model-multiple code componentsstrategy to a
one metamodel-multiple model componentsstrategy. Such a transition towards multiple
models (which lie at different levels of abstraction) facilitates evolution of informa-
tion systems. Interoperability of information systems has proposed metamodel-level
approaches. These approaches for interoperability determine main concepts of each
modeling language (e.g., O.O. classes and associations, relational tables and keys, etc)
and they organize these concepts into a common structure (e.g., an inheritance hier-
archy, a graph, a lattice). See [8] for a survey of the state of the art. Such a common
structure of modeling concepts lies at the metamodel level and forms the basis on which
model translation is achieved. Falkenberg & al. [3] have proposed to organize metamod-
els into an inheritance hierarchy. Such a hierarchy is difficult to build unless we accept
certain restrictions on metamodels: in the following, we restrict ourself to metamodels
within the scope of the UML metamodel expressiveness.

Many metamodeling architectures use the UML metamodel as a core of both ab-
straction mechanisms. First, the UML metamodel is used for defining a modeling lan-
guage which can satisfy the specific needs of a given application domain. Second, the
UML metamodel is used for defining the diagrams necessary for description of an ap-
plication belonging to a given domain.

2 The role of metamodels in information system engineering

The role of metamodels has been discussed for a long time. Finally, a consensus ap-
peared (e.g., with UML and OMG) in which: 1) metamodels form the core of meta-
modeling architectures, 2) metamodels define languages (or dialects) for model de-
scriptions, 3) metamodels describe the semantics of application domains (metamodels
serve as domain ontologies). Metamodels have been also used for model validation [5,
2] and model mapping [10]. We wish to proceed further and thus study the difference
between metamodel integration and metamodel translation. In the context of interoper-
ability, it is necessary to provide a semantical basis –in terms of a metamodel– for any
kind of cooperation of information systems. Let us employ the context of geographic
information systems. Figure 1 presents chunks of cross-domain descriptions which are
related to time and space: metamodel-components, model-components, and instance-
components.

First, let us assume that all the metamodels under consideration refer to the same
time description. Thus, a common semantics for time exists and can be described by
an integrated metamodel. In this case, a cross-domain description is based upon the
integrated metamodel: transformation tools can be limited to model and instance levels.
Thus, semantical integrity of answers to user-queries is guaranteed by the integrated
metamodel.

Second, let us assume that metamodels under consideration refer to different space
descriptions (Earth space and Galactic space, respectively), and that there is no inte-
grated metamodel for space. In this case, cross-domain description needs to provide
transformation tools for space description at the metamodel, model and instance levels.
In this case, some of answers to user-queries depend on transformation tool accuracy:
the global system has no own semantics for space.
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a unique time description two universes of the discourse
Earth space Galactic space

Metamodel Integrated metamodel translation �
metamodelEarth space Galactic space

Model level model translation � model translation �
date interval Clark, UTM, equatorial

Lambert, etc. coordinates

Instance level unit translation � unit translation �
hour year km light-year

reference translation � reference translation �
Hijra era Christian era Lambert I,IV B1950.0, J2000.0

Fig. 1. Metamodels: integration versus translation

Beyond metamodels’ role in information system interoperability, metamodel layer
appears to be the most promising level for combination of knowledge of modelers’
behaviors, abstract approaches to information system engineering, and formal methods.
Nevertheless, modelers do not work directly with metamodel descriptions: information
is provided to them in the form of “semi-formal” descriptions (which can be ambiguous
but tend to be more readable). We call such a description amodeling paradigm. As a
consequence, metamodels and models do not provide comprehensive information about
the actual modeling process: all the initial work (in defining modeling paradigms) has
been lost.

We have developped [11, 12] a metamodeling architecture that encompasses mod-
eling paradigms, as well as metamodels and models. Modeling paradigms describe –in
terms of concepts that are interrelated by constraints– the semantics that modelers as-
sign to the real world. Modeling paradigms are described informally: their descriptions
possibly mix several different languages: the English language, logics, the set theory,
the Z notation, etc. Modeling paradigms may use a various number of concepts, each
of them being described with more or less precision. We define a partial order between
modeling paradigms by using a subsumption relation: modeling paradigms are orga-
nized in a partially ordered set (i.e., a poset). In order to make such a two-fold de-
scription (i.e., modeling paradigms and metamodels) meaningful, the two parts of a
description must be closely related: the metamodel layer of our architecture is built as
a mirror of the poset of modeling paradigms. In this way, metamodels (and modeling
paradigms) form the core of application domain descriptions.



3 Conclusion

We believe that the extensive use of metamodels for application domain descriptions
[13] would open a “political” issue, namely the need for a new organization of domain
modeling. Modelers would be responsible for “local semantics” (i.e., for describing
their own application domain as a variation of an existing domain description). Domain
experts would be responsible for the global semantics (i.e., for validating semantical
dependencies between domain descriptions). In such a case, defining a global structure
of metamodels would become soon a major issue in information system engineering.
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11. Marie-Noëlle Terrasse, Marinette Savonnet, and George Becker. An UML-metamodeling
Architecture for Interoperability of Information Systems. InProc. of the Interna-
tional Conference on Information Systems Modelling, ISM’01, 2001. Available at URL
http://www.fee.vutbr.cz/UIVT/ism/ISMprogramElEdition.htm.
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